**EXERCISE: 13**

**DATE: 20.11.2020**

**AIM:**

To write a python program to implement the class diagram.

**PROGRAM:**

class Apparel:

counter=100

def \_\_init\_\_(self,price,item\_type):

Apparel.counter+=1

self.\_\_item\_id=item\_type[0]+str(Apparel.counter)

self.\_\_price=price

self.\_\_item\_type=item\_type

def calculate\_price(self):

self.\_\_price+=self.\_\_price\*0.05

def get\_\_item\_\_id(self):

return self.\_\_price

def get\_price(self):

return self.\_\_price

def get\_item\_type(self):

return self.\_\_item\_type

def set\_price(self,price):

self.\_\_price=price

return self.\_\_price

class Cotton(Apparel):

def \_\_init\_\_(self,price,discount):

super().\_\_init\_\_(price,'Cotton')

self.\_\_discount=discount

def calculate\_price(self):

super().calculate\_price()

price=self.get\_price()

price-=price\*(self.\_\_discount/100)

price+=price\*0.05

self.set\_price(price)

return price

def get\_discount(self):

return self.\_\_discount

class Silk(Apparel):

def \_\_init\_\_(self,price):

super().\_\_init\_\_(price,'Silk')

self.\_\_points=None

def calculate\_price(self):

super().calculate\_price()

if(self.get\_price()>10000):

self.\_\_points=10

else:

self.\_\_points=3

return self.set\_price(self.get\_price()+(self.get\_price()\*0.1))

def get\_points(self):

return self.\_\_points

silk=int(input())

cotton=int(input())

discount=int(input())

a=Silk(silk)

print(a.calculate\_price())

b=Cotton(cotton,discount)

print(b.calculate\_price())

**LINK:**

[**http://103.53.53.18/mod/vpl/forms/submissionview.php?id=328&userid=1697**](http://103.53.53.18/mod/vpl/forms/submissionview.php?id=328&userid=1697)

**OUTPUT:**

**![C:\Users\padhupawan\Pictures\Screenshots\Screenshot (13).png](data:image/png;base64,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)**

**RESULT:**

The output for the given class diagram is obtained successfully